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ABSTRACT
In current Android architecture design, users have to decide whether an app is safe to use or not. Expert users can make savvy decisions to prevent unnecessary privacy breach. However, inexperienced users may not be able to decide correctly. To assist inexperienced users to make a right permission granting decisions, we propose RecDroid. RecDroid is a crowdsourcing recommendation framework that facilitates a user-help-user environment regarding smartphone permission control. In this framework, the responses from expert users are aggregated and recommended to other users. We implement our prototype on Android platform and evaluated the system through simulation and real user study.
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1. Introduction

Mobile apps have brought huge impact to businesses, social, and lifestyle in recent years. Various app markets offer a wide range of apps from entertainment, business, to health care and social life. Android app markets, which share the largest user base, have gained a tremendous momentum over the years since its first launch in 2008. According to Gartner [1], 1.1 billion Android devices were shipped in 2014, marking its 80% mobile market share. The rise of Android phones brought the proliferation of Android apps, which provides an ever-growing application ecosystem.

As users rely more on mobile devices and apps, the privacy and security concerns become prominent. Malicious third-party apps not only could steal private information, such as contact list, text messages, online accounts, and the location from its users, but can also cause financial loss of the users by making secretive premium-rate phone calls and text messages [2]. At the same time, the rapid growth on the number of apps makes it impractical for app marketplaces, such as Google App Store, to thoroughly verify the legitimacy of all apps. As a result, mobile users are left to decide whether an app is safe to use or not.

In the current Android architecture, users decide what resources are given to an app at installation time. However, this permission control mechanism has been proven to be ineffective to protect users from malicious apps. Study shows that more than 70% of smart phone apps request to collect data irrelevant to the main function of the app [3]. Among the 1.4 million apps in Google Play, a significant percentage of them have permissions going beyond the apps’ intended use. The situation is even worse in the third-party markets which are also available to Android users. In addition, study shows that only a very small portion (3%) of users pay attention and make correct responses to the resource being requested on installation, since they tend to rush through to get to use the application. The current Android permission warnings do not help most users make correct security decisions [4].
Realizing these shortcomings in the current Android architecture, much effort has been made to address the problems. Many resource management systems are proposed such as in [5–7]. Going down to the system level, L4Android [8] isolates smart phone OSes for different usage environments in different virtual machines (VMs). QUIRE [9] proposes a set of extensions addresses a form of attack, called resource confused deputy attacks, in Android. However, such approaches are not efficient since users are either not paying attention to permissions being requested or not aware of the permissions’ implications. Hence, no mechanism that assumes high technical and security knowledge of users will be usable for a wide audience.

As pointed out in [10,11], the reasons for the ineffectiveness of the current permission control system include: (1) inexperienced users do not realize resource requests are irrelevant and could compromise their privacy, (2) users have the urge to use the app and may be obliged to trade their privacy for using the app. To address this problem, we propose RecDroid, a framework to assist mobile users to control of their resource usage and privacy through crowd sourcing. First, the framework allows users to use apps without granting all permissions. Second, RecDroid facilitates a user-help-user environment for permission control. Specifically, RecDroid allows users to install untrusted apps under a “probation” mode, while the trusted ones are installed in normal “trusted” mode. In probation mode, users make real-time resource granting decisions when apps are running. The framework facilitates a user-help-user environment, where expert users are identified and their decisions are recommended to inexperienced users.

To support such an environment, an effective expert users seeking is the major challenge. RecDroid evaluates the expertise levels of users using a Bayesian learning model. We evaluate the effectiveness of the model through simulation and survey data from real users. Compared with our previous work [12], the major contributions of this paper include:

- A comprehensive Android permission control framework to facilitate a user-help-user environment in terms of permission requests.
- A Bayesian inference model to evaluate the expertise of users based on their historical responses to the permission requests.
- A low-risk recommendation algorithm which can help inexperienced users with permission control decision making.
- Implementing a central and extensible permission enforcing solution. Users do not need to root the device to use this solution.
- A prototype implementation of the system and real user evaluation on the usability of the system.

In the next section, we will provide an in-depth discussion of existing literature in resource management and permission controls for Android applications. We then provide an overview of RecDroid in Section 3, followed by the presentation of our algorithms in Section 4. Section 5 shows the implementation of our system on Android platform. Section 6 shows our evaluation results brought about by our real-user experiments. We discuss the possible threats and all attacks scenarios to the system in Section 7. Finally, we conclude this paper by a discussion of future directions and a conclusion of our work.

## 2. Related work

Due to its inherent constraints in resources, much effort has been done toward the principles and practices to manage resource usage [5–7,13–17] and privacy protection [18] of mobile applications. However, the most common practice for resource access management today is Mandatory Access Control (MAC) mechanism [19,20], which is found in API from major mobile players such as iPhone, Android, and Windows Phone. In such paradigm, resource access from apps needs to be granted by users. In Android, this is done through its Static Permission Model [21,22] where users need to grant all requested permissions on installation.

Exploring user perceptions of privacy on smartphones using crowdsourcing is being a trend in contemporary research on smartphone privacy protection. Our proposed work belongs to this category. Concurrent with our work, several other researchers have looked at the problem of Android permission management and especially with focus on crowdsourced privacy recommendation to users. ProtectMyPrivacy (PMP) is the closest work to RecDroid. Agarwal et al. proposed PMP, a crowdsourced recommendation system to collect and analyze users protection decisions on app granted permissions to help make privacy recommendations to iOS users [23]. They collect granting decisions from users and use them to generate recommendations. After filtering non-contributor (inactive) users using some predefined thresholds, if 55%–100% of valid decisions are to deny, the system recommends deny, while if only 0%–45% of valid decisions deny, the system will recommends grant. In PMP, they assume all users are on the same level of expertise and they all have the same level of influence on recommendation generation. However, in such crowdsourcing-based works which are user-oriented, majority users are inexperienced (novice) users. In PMP, since they use the simplest way (majority opinion) to generate recommendation, it gives high false positive and false negative in most of generated recommendations. In contrast, our previous work [12] proposed to use a simple threshold-based expert seeking algorithm to differentiate expert users from inexperinence in order to utilize the experts’ responses for recommendation generation. This paper further provides a Bayesian learning model for expert rating and uses a weighted voting model for recommendation decision making. This way, the generated recommendation is more likely to be correct and accurate. The recommendation algorithm can also use multiple properties as criteria to make recommendations. For example, Carullo et al. [24] proposed a system to generate recommendations (friendship suggestions) for online social networks based on multiple properties. Their proposed recommendation system is based on triadic closure and homophily properties.
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Other works using crowdsourcing for permission control include the work from Ismail et al. [25], which is a crowdsourcing solution to find a minimal set of permissions that will preserve the usability of the app for diverse users. They crowdsource the minimal sets of permissions through exploring all combinations of apps’ requested permissions using users opinions on usability. This way, they can find the effective minimal permission set. Their proposed work has a few shortcomings. Repackaging apps for all possible permissions combinations and doing crowdsourcing, make the system infeasible. In addition, since they do not differentiate users’ expertise levels, their generated permissions sets recommendations give high false positive and negative. Yang et al. propose a crowdsourcing based solution to help Android users better understand application permissions [26]. In their approach, collections of users of the same application use the system to help each other on permission understanding by sharing their permission reviews. Users leave comments on permissions and the system rank reviews and send the top ranked comments to users. App Ops [27], a feature in Android v4.3, allowed users to selectively disable permissions for apps on their phones. However, Google removed this feature in their next update, reporting that it was experimental and could cause apps to behave in unexpected ways.

3. System design

Our general approach is to build RecDroid with four functional processes, of which two are on mobile clients and the other two are on remote servers. In particular, RecDroid (1) collects users permission-request responses, (2) analyzes the responses to eliminate untruthful and bias responses, (3) suggests other users with low-risk responses to permission requests, and (4) ranks apps based on their security and privacy risk level inferred from users’ responses. Fig. 1 shows an overview of RecDroid architecture, which is composed of a thin OS patch allowing mobile clients to automatically report users responses and receive permission request response suggestions from a RecDroid service. The differentiating factor of RecDroid is the ability to seek expert user based on a small set of seed users (Section 4). In the rest of this section, we describe four key features of the RecDroid system.

**Probation mode and requests handling:** When a user downloads and installs an application, the installer needs to request permission to access resources on the device. Instead of sending requests to the Android system’s legacy permission handler (e.g. Package Manager Service), the RecDroid handle the permission requests through the logistics illustrated in Fig. 2. On the installation of an app, RecDroid allows users to install the app on one of the two modes: Probation mode and Trusted mode. On Probation mode, RecDroid closely monitors the requests to access a list of user-defined critical permissions, such as location access, contact list access, and camera access, during the application execution. When those resources are requested, a dialog box will pop up to guide users to make customized decision on whether the access to those critical resources should be granted to the app or not. Otherwise, on Trusted mode, all requested permissions are permanently granted to the app.

**Permission granting recommendation:** To help inexperienced users with their decisions, RecDroid also provide recommended response to the users (Fig. 4(c)). If a user chooses to deny a request, a dummy data or void will be returned to the application. For example, a denied GPS location request could be responded with a random location. The user decisions are recorded by the RecDroid client and sent to the RecDroid server for further analysis. After that, the requests are forwarded to legacy permission handler for book keeping and minimizing RecDroid’s unexpected impact on legacy apps. It is important to note that this process only happens once when the app is installed. In a later phase when sufficient data is collected, and a security ranking of the app is available, RecDroid server can decide whether to pop up permission requests to users or automatically respond them based on prior knowledge. Therefore, RecDroid manages to achieve a balance between the fine-grained control and the usability of the system.

---
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Intercepting permission requests: To realize the real-time interaction between the system and users, we design a Permission Control Portal on the mobile devices to intercept apps’ permission requests, records the requests, and collect users’ response to the requests. Since intercepting permission requests requires OS level access, we create a small software patch to modify client’s operating system. We investigated different potential approaches to perform OS modification and designed a solution that causes minimum impact to legacy apps and applicable to a broad range of OS versions, hardware platforms, and permission access models. Regarding the privacy concerns, RecDroid does not collect any sensitive information, the data it collects does not contain private information. In fact, the portal merely communicates three-tuple data in the form of <Hashed AppID, Permission Request, User’s responses>.

Bootstrapping the service: To suggest plausible responses to users, RecDroid starts from a set of trusted seed expert users and make recommendation based on their responses. However, it is impractical to have our expert users to provide responses to all available apps on the market due to the extremely large volume. To address this scalability challenge, we propose a spanning algorithm that searches for external expert users based on the similarity of their responses to our set of internal experts, in combination with the user’s accumulative reputation. Our recommendation for an app is based on the average of top N expert users in combination with the response that is selected by majority of participants. Having the same nature as the spanning algorithm described in [28], RecDroid spanning algorithm is sketched as follow.

4. RecDroid recommendation system design

In RecDroid, the responses to permission requests from all users are logged by a central server and they can be used to generate recommendation to un-savvy users to help them make right decisions to avoid unnecessary permission granting. For example, if a restaurant finding app is requesting for access to the user’s camera, then the request is suspicious and very likely will be declined by an expert user. The responses of expert users are then aggregated and the system would suggest other users of the same app not to accept the similar requests. However, how to find expert users and how to aggregate the responses from expert users are the focus of this section.

4.1. Rank RecDroid expert users

In this section, we investigate an algorithm to seek expert RecDroid users. Suppose we have a set of users $U$ and among them set $E \subset U$ is a set of initial seed expert users. For instance, the security experts are employed by RecDroid to monitor the permission requests from apps. The seed experts respond to the permission requests from selected apps based on their professional judgment. Their responses are considered accurate and are used in the system as ground truth. However, due to limited budget and manpower, the number of apps that can be covered by seed experts is small, compared to the entire app base that RecDroid monitors. In this paper, we use set $A$ to denote all apps that are monitored by RecDroid.

Suppose initially each of our seed expert users $E$ have responded to a set of apps of their choice. The apps responded by an seed expert user $e \in E$ are denoted by $A(e)$. Since there may be multiple permission requests popped up during an app
usage, we use $R(a)$ to denote the set of requests the app $a \in A$ may have. We use $R_e$ to denote all requests that are covered by RecDroid seed expert users, named labeled requests. Then we have,

$$R_e = \bigcup_{v \in \mathcal{E}} \bigcup_{a \in \mathcal{A}(v)} R(a).$$  \hfill (1)

How to determine whether a user is expert user or not? In our approach we propose a ranking algorithm to evaluate the expertise level of a user based on the ratio of correctness on his/her responses to app requests. Let $p_i$ denote the probability that user $i$ correctly responds to permission requests. Our mission is to estimate $p_i$, based on the number of correct and incorrect responses that user $i$ has responded in the past. Our approach is to observe all labeled requests that are independently responded (without recommendation) by the user, and compute the ranking of the user based on the number of correct/incorrect responses to those requests. For the convenience of presentation, we drop the subscript $i$ in the rest of the notations.

We use notation $\alpha$ to represent the cumulative number of requests that are responded in consistent with the seed experts’ advise, and $\beta$ requests are responded opposite to the experts’ advice (note that the labels from seed experts arrive later than the user’s responses). Furthermore, we use a Bernoulli random variable $X \in \{0, 1\}$ to denote a user answers the permission requests correctly or not. Where $X = 1$ represents that user responds to a request correctly, vice versa. Therefore, we use $p = P(X = 1)$ to denote the probability that a user responds to requests correctly. Since the Beta distribution is the conjugate prior probability distribution for the Bernoulli distribution, given a sequence of observations on $X$, a beta distribution can be used to model the distribution of $p$.

In Bayesian inference, the probabilities of Bernoulli variable given a sequence of observed outcomes of the random event can be represented by a beta distributions. The beta-family of probability density functions is a continuous family of functions indexed by the two parameters $\alpha$ and $\beta$, where they represent the accumulative observation of occurrence of outcome 1 and outcome 0, respectively. The beta PDF distribution can be written as:

$$f(p|\alpha, \beta) = \frac{\Gamma(\alpha + \beta)}{\Gamma(\alpha)\Gamma(\beta)} p^{\alpha-1}(1-p)^{\beta-1}. \hfill (2)$$

The above can also be written as,

$$p \sim \frac{\Gamma(\alpha + \beta)}{\Gamma(\alpha)\Gamma(\beta)} y^{\alpha-1}(1-y)^{\beta-1}. \hfill (3)$$

In our scenario, the parameters $\alpha$ and $\beta$ are the accumulated number of observations that the user respond to the permission request correctly and incorrectly, respectively.

Let $x_n \in \{0, 1\}$ be the $n_{th}$ observation in the past, where $n \in \mathbb{N}$. The accumulative observations of both correct and incorrect responses from a user after $n$ observations can be written as,

$$\alpha_n = \sum_{k=1}^{n} q^{n-k} x_k + q^n C_0$$

$$= x_n + qx_{n-1} + \cdots + q^{n-1} x_1 + q^n C_0 \hfill (4)$$

$$\beta_n = \sum_{k=1}^{n} q^{n-k} (1-x_k) + q^n C_0$$

$$= (1-x_n) + q(1-x_{n-1}) + \cdots + q^{n-1}(1-x_1) + q^n C_0 \hfill (5)$$

where $C_0$ is a constant number denoting the initial believe of observations; $q \in [0, 1]$ is the remembering parameter which is used to discount the influence from past experience and therefore emphasize the importance of more recent observations.

Eqs. (4) and (5) can also be written into an iterative form as follows:

$$\alpha_0 = \beta_0 = C_0$$  \hfill (6)

$$\alpha_n = x_n + q\alpha_{n-1}$$  \hfill (7)

$$\beta_n = (1-x_n) + q\beta_{n-1}. \hfill (8)$$

Let random variable $Y$ represent the possible value that the true expertise level of a user can be, then we have,

$$E[Y] = \frac{\alpha}{\alpha + \beta} \hfill (9)$$

$$\delta^2[Y] = \frac{\alpha \beta}{(\alpha + \beta)^2(\alpha + \beta + 1)}. \hfill (10)$$

We use $s$ to represent the expertise ranking of the user. Then we can compute $s$ using the following formula,

$$s = \max \left(0, \frac{\alpha}{\alpha + \beta} - t\theta \sqrt{\frac{\alpha \beta}{(\alpha + \beta)^2(\alpha + \beta + 1)}} \right) \hfill (11)$$
where \( t \in [0, \infty) \) represents a conservation factor where a higher value means our ranking mechanism is more conservative to less confident estimation. \( \theta = \sqrt{\frac{2-q}{1-q}} \) is the normalization factor, which is to decouple the forgetting factor and expertise rating.

The higher ratio a user responds to permission requests correctly, the higher ranking score it receives through RecDroid system; the more samples the system knows about the user, the higher score it receives.

Given the ranking scores of users, we can use a simple threshold \( \tau \) to identify expert users from novice users. That is, if a user \( i \) has \( s_i \geq \tau \), then it is labeled as an expert user. The ranking scores will be used to make recommendations to other app users when permission requests pop up.

In the next subsection, we propose an algorithm to generate recommendation on app permission requests based on existing responses from other users who have used the same app.

### 4.2. Response aggregation through weighted voting

When a user receives a permission request from an app in probation mode, RecDroid system attempts to make a recommendation to the user regarding whether he/she should grant the request. If the app has been investigated by our seed expert users, then the response from the seed experts will be recommended to the user. However, due to the limitation of our seed experts, majority of apps may not be covered by seed experts. In this case, we aggregate the responses from other users and recommend the aggregated response if confidence level is high enough.

The proposed approach in this paper is called weighted voting. The voting process is divided into three steps: qualification, voting, and decision. The algorithm is described in Algorithm 1.

**Algorithm 1** Weighted Voting for Recommendation Decision

1: This algorithm is to decide whether to make recommendation, and what recommendation to make given the response from other regular users.
2: **Notations** :
3: \( M \) : the set of users who have responded to the permission question
4: \( s_i \) : the ranking of the \( i \)th user
5: \( x_i \) : the response of the \( i \)th user
6: \( \tau_e \) : the minimum required ranking score to be classified into expert users
7: \( \tau_d \) : the recommendation threshold
8: \( a, b \) : the cumulative ballots for reception and rejection decision
9: \( D_0 \) : the initial ballot count for both decisions
10: //initialize voting parameters
11: \( a = b = D_0 \)
12: for each user \( u \) in \( M \) do
13: \( s_u \geq \tau_e \) then
14: //only qualified users responses are considered into the voting
15: \( x_u = 1 \) then
16: \( a+ = s_u \)
17: else
18: \( b+ = s_u \)
19: end if
20: end if
21: end for
22: //decision making based on final ballots result
23: if \( \frac{a}{a+b} > 1 - \tau_d \) then
24: Recommend to accept the request
25: else if \( \frac{a}{a+b} < \tau_d \) then
26: Recommend to reject the request
27: else
28: No recommendation
29: end if

In the qualification step (Line 12–21), only responses from qualified users are included into the voting process. Initially the ballot count for the acceptance decision and the rejection decision are equally initialized to \( D_0 \). Each qualified voter casts a ballot in the voting process. The weight of each casted ballot is the expertise ranking score of the voter. After the voting process finishes, the average ballot score is computed to make a final decision (Line 23–28). If the average ballot score exceeds a decision threshold, then corresponding recommendations are made. Otherwise, no recommendation is made.

In this decision making algorithm, users with higher expertise level impose higher impact to the final decisions. When there are not enough existing responses from expert users, or the responses from expert users conflict with each other, the system may choose not to make any recommendation.

### 5. Implementation

In this section we describe RecDroid’s implementation process. The goal of RecDroid is to provide a platform for users to grant permissions to apps based on recommendations from expert users. To implement this system, we modified the permission management component of Android operating system. In addition, we provide users with an Android application to monitor and manage resource access permissions at fine-grain level. Fig. 3 depicts RecDroid’s implementation architecture and modified and attached components to the OS.
5.1. Android OS modification

To implement a real-time resource permission control, RecDroid is designed to capture all resource access requests (system calls) at run-time. To achieve this goal, we created a software patch to modify the Android operating system, where a few components and methods are changed according to our specific needs.

**App installation mode:** The core of the modification is the Package Manager Service, the place where the majority of modifications occur and plays an important role in the installation of apps and their requested permissions management. Installation is managed by the PackageInstaller activity, our changes have been to InstallAppProgress.java which is notified when an application install has completed. This is the best location to put a post install hook, to prompt the user if they would like the application placed into probation mode. This is an activity that is spawned off by the OS, by modifying this activity we were able to push an AlertDialog to the UI thread used by the system. The user is presented with two choices, trusted and probation (untrusted) installation. If the user selects trusted mode installation then the application is not managed by RecDroid, and no information is recorded about the application within RecDroid related repositories. If user select Probation mode, the application UID used by the android system, all permissions requested by the app that RecDroid is probating are recorded within the Probated Apps Repository (PAR) and Request/Recommendation Repository (RRR) datasets. Note that communication is obtained through the use of these repositories that all layers (framework and application) read and write from.

---

**Algorithm 2 Permission Enforcing Flow**

1. This algorithm is to decide whether to grant a requested permission to app or deny it
2. **Notations**
3. PAR : Probated Apps Repository
4. RRR : Request/Recommendation Repository
5. flag : denotes that permission is probated
6. uid : Package identifier
7. p : Permission name (identifier)
8. r : user’s response for a permission request
9. //initialize voting parameters
10. while (there is an incoming permission request) do
11. Fetch UID’s info from PAR
12. if uid ∈ PAR then
13. //grant the requested permission
14. else
15. Fetch apps’ probated Ps from RRR
16. if p’s flag = True then
17. //grant the requested permission
18. else
19. Prompting user through a popup
20. if r = True then
21. //grant the requested permission and record the user’s response
22. else
23. //deny the request and record the user’s response
24. end if
25. end if
26. end if
27. end while

---

**System calls and permission enforcement:** Our implementation was designed to be extensible and generic. While our implementation requires multiple changes in one place, it does not require modifications on every permission request handler, as it was the case on some previous works, such as in MockDroid [29]. The modification is presented in the form of a patch, which can be executed from a user’s space, making this technique easier to adopt.

In order to design an extensible and central permission enforcing point, we have modified the enforce() method of ContextImpl.java class of the context component of the Android. This is called whenever an application seeks to use some permissions that are not hardware related. When this method is called it is passed a UID and a permission name. Since UIDs 1000–9999 are reserved by the system and as the Android documentation [30] says, the range of UIDs, reserved for user applications is 10 000–99 999. We first check to see if the UID is above 1000 for efficiency reasons a system calls happen thousands of times a second and if we reread from Probated Apps Repository each time then the whole system becomes interminably slow (high overhead). If the UID is at or below 10 000 then we let the call complete normally. If it is greater than 10 000 then we check the repository to see if the UID is present, and if it is, what value the flag associated with the passed in permission has. Algorithm 2 (Line 10–27) shows the flow of permission enforcing for any incoming permission request.

**Communication with application layer:** The main part of communication with application layer is users’ interactions. The communication is made through prompting a user by generating a popup. Such transactions may include presenting user interfaces (popups and recommendations), receiving input from user interfaces (collecting responses to permission requests from users), managing (defining policies) requested permissions from users, app installation mode selection by users. We discuss each of these transactions and how they can be managed in more details in following subsection.

5.2. Permission control portal

The users of RecDroid have the option to install apps under a probation mode. We use the app “Line” (a popular chat application) as an example. The first screenshot (Fig. 4(a)) displays two options when installing the app on the smartphone.
They can be either probation mode or trusted mode. If the user selects the probation mode, the application will be added to a list of monitored apps on the phone. On the other hand, if the user selects the trusted mode, the application will be installed with all requested permissions granted. For each installed app, users can use the RecDroid application to view a list of applications which have been installed under the probation mode. The built OS includes RecDroid.apk as a pre-installed app. If the user clicks on an application in the list, a set of its requested permissions (see Fig. 4(b)) will be listed and users can select some of them to be monitored resources. By default all sensitive resources are listed to be monitored.

If an app is installed under the probation mode, whenever the app requests to access to a sensitive resource under monitoring, the user will be informed through a pop-up (Fig. 4(c)). In addition, the system also gives a recommendation with a level of confidence to assist users to make decisions. If the user chooses to agree, the request of the application will be served; otherwise the request will be blocked.

5.3. RecDroid recommendation server

Recording the users’ responses and providing decision recommendations to users are essential to RecDroid. In our system, we create a remote server to record the responses on an online server and also compute recommendations according to the recorded responses from users. The RecDroid clients request recommendations from the server when needed.

6. Evaluation results

In this section we try to present the RecDroid evaluation results. In order to have a comprehensive evaluation on the accuracy, reliability, effectiveness, and system’s performance, we conducted a set of real-user and simulation experiments.

6.1. Evaluation through simulation

For a comprehensive evaluation of the RecDroid system, we chose to use simulation to evaluate the expert rating and recommendation algorithms.

6.1.1. Simulation setup

As a proof of concept we set up a RecDroid users profile to be a set of 100 users consisting of three different levels of expertise. Note that the expertise we refer here is the probability that a user answers permission requests correctly (a.k.a. consistent with standard answers). Among the 100 users, 40% are with a high level of expertise (0.9), 30% are with a medium level of expertise (0.5), and the remaining 30% are with a low level of expertise (0.1). Unless particularly specified in the experiments, we fix the number of requests answered by users to 100.
Fig. 4. An example of RecDroid online app: (a) probation and trusted installation modes; (b) Users pick which critical resources to be monitored; (c) Pop-up for permission granting with suggestion from RecDroid and its confidence.

Fig. 5. Forgetting and Conservative factor: (a) Expertise level of users with different forgetting factor; (b) 100% of requests are answered.

Our simulation environment is MATLAB 2013 on a Windows machine with 2.5 GHz Intel Core2 Duo and 4G RAM. All experimental results are based on an average of 100 repeated runs with different random seeds.

6.1.2. Expertise rating and the impact of parameters

The remembering parameter $q$ (Eq. (4)) and conservation factor $t$ (Eq. (11)) are two essential parameters that RecDroid uses for user expertise rating. In this experiment we study the impact from the two factors and determine the parameter choices for the rest of the experiments.

In the first experiment, we track the RecDroid expertise rating of a high expertise (0.9) with the number of labeled requests they have answered under different remembering factor settings. In the second experiment, we deliberately configure the user so it immediately turns to be dishonest and gives opposite responses after the 100 honest requests.

From Fig. 5(a) we can see that with higher $q$ setting, the curves are smoother. This is because a high $q$ means the expertise rating largely depends on past accumulation, which brings stableness to expertise rating. However, from Fig. 5(b) we can see that high $q$ also represents less flexibility to sudden change. To leverage the pros and cons, we decide to fix $q = 0.9$ in the rest of this paper.

In the third experiment, we track the expertise rating of high, medium, and low expertise users after 100 labeled requests under different $t$ setting. Fig. 6(a) shows that with higher $t$ setting, the rating of all users are lower. We chose a moderate setting $t = 0.1$ in the rest of this paper.

Fig. 6(b)–(d) shows the expertise rating of the three types of users (with expertise 0.1, 0.5, and 0.9). The blue boxes represents the central 50% of the expertise rating data while the red bars are the medium values of the samples. The vertical whiskers indicate the range of all data except outliers, which are represented by red crosses.
6.1.3. Coverage and accuracy of RecDroid recommendation

In this experiment we evaluate the performance of RecDroid recommendation by measuring its recommendation coverage and accuracy. We define coverage to be the percentage of the requests that RecDroid decides to give recommendation to users given the existing responses from users participating RecDroid. We define accuracy to be the percentage of correct recommendation that RecDroid makes. Note that if a request is covered by a seed expert, then RecDroid always recommend the response from the seed expert.

In the first experiment we investigate the scenario that 100 requests receive responses from all 100 users, except seed experts. RecDroid uses Algorithm 1 to determine whether to make a recommendation to new users or not and what recommendation it should make. Note that we assume all 100 users have received expert rating scores previously. We plot in Fig. 7(a) and (b) the percentage of requests (among 100) that RecDroid decides to make recommendation and percentage correct recommendations that RecDroid makes, under different $\tau_e$ and $\tau_d$ settings. We can see that with higher $\tau_d$ (which means wider acceptance range for the recommending decision, see Algorithm 1), the coverage increases while the accuracy decreases. This is because the more selective RecDroid is regarding the voting score results, the higher accuracy it achieves and less voting results will be qualified for recommendation. We also notice that the accuracy increases with experts filtering threshold $\tau_e$. However, with very low or very high $\tau_e$, the coverage is low. This is because when all users are included in the decision process, the conflict of responses among users leads to low voting score and therefore RecDroid is less likely to make recommendations. On the other side, high filtering threshold causes few or no users are qualified to voting process, which also leads to no recommendation.

Fig. 7(c) depicts the result on percentage of qualified users of the three types under different $\tau_e$ setting. We can see that with higher expert filtering threshold $\tau_e$, less users can be involved in the decision process as described in Algorithm 1. Also the involving rate of low expertise users is lower than high expertise users.

Finally, we simulate a scenario that no users are rating previously and all users have responded to 100 request. As a coordinator of the RecDroid system, we hire a seed expert to respond to some application requests as ground truth, which will then be used to rate the expertise of other users. Regarding the requests not covered by the seed expert, RecDroid may provide recommendation based on the response from other users. We study the coverage rate by seed expert and the percentage of requests that are covered by RecDroid. As shown in Fig. 7(d), the overall RecDroid recommendation rate increases with coverage rate from the seed expert. The linear line represents the coverage rate from the seed user. The difference between the overall coverage and seed expert coverage is called the bonus coverage. Higher bonus coverage represents a higher utilization of Recdroid. From an economic point of view, if we consider the coverage of seed expert brings
Fig. 7. Coverage and accuracy: (a) the percentage of requests that RecDroid makes recommendations; (b) the percentage of correct recommendations that RecDroid makes; (c) the percentage of users who pass expert filtering and participate in recommendation voting.

Table 1
Diversity of participants.

<table>
<thead>
<tr>
<th>Educational level</th>
<th>High-school</th>
<th>Undergrad</th>
<th>Grad</th>
<th>Unspecified</th>
</tr>
</thead>
<tbody>
<tr>
<td>Number of users</td>
<td>16</td>
<td>20</td>
<td>28</td>
<td>40</td>
</tr>
</tbody>
</table>

cost to the RecDroid coordinator (since the seed expert is hired), then the bonus coverage brings saving to the coordinator. The decision makers can choose the optimal seed coverage based on its optimal profit. Note that in the above experiment, the values of simulation parameters are $t_e = 0.5$, $t_d = 0.2$, $q = 0.9$, and $t = 0.1$.

6.2. Real-user evaluation

In this section we describe our experiments evaluating the proposed framework through real user participation. The experiment is based on real users and devices. More specifically, we conducted a set of experiments to measure the accuracy, reliability, and effectiveness in both Ease-of-Use and applicability of the system.

6.2.1. Experiment setup

The setup for the experiments can be summarized as follows:

Participants: We recruited 104 real users to participate in our experiments. To introduce diversity of the participants, we have users from different educational levels (High-School, Undergraduate, Graduate and Unspecified). Table 1 shows the division of participants in our experiments by educational levels.

Applications: We selected 12 applications to be evaluated in our experiments. The selected apps include 6 “trusted” apps (top ranked) and 6 aggressive (not ranked) apps. We define trusted apps to be those developed by trusted developers such as Instagram (social network), Weather Channel (weather category), etc. We define aggressive apps to be those that request excessive permissions (irrelevant requests) that they do not actually need to perform the main function of the app. The apps request various resources including Internet communication, location, camera, storage (photos/media/files), SMS service, and user’s contacts. We selected apps from different app categories such as communication, social network, finance, weather, music-audio, card game, and arcade. In each of these categories we downloaded a pair (trusted and aggressive) of apps. There are 72 permission requests in total.
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6.2.2. Correctness and recommendation granting/following rates

In this subsection, we present the results of participants and apps analysis for correctness, positive response rate, and recommendation following rate. Before presenting the results, we show an overall view of the expertise level of users. Fig. 8(a) shows the expertise rating of all participants based on our collected data and ground truth. After applying expertise rating algorithm on recorded responses, the expertise rating results (without expertise ranking normalization) of users starts from 0.4 (lowest) to 0.95 (highest). Considering the calculated users’ expertise ratings, we group them into three groups, users with low (<0.5), medium (0.5–0.7) and high (>0.7) level of expertise.

Regarding the participants’ educational level, we have not found any significant correlation between expertise level and the educational level of users.

Fig. 8(b) shows the users responses divided by users’ demographic groups. We divided users into two groups. Group A are users who are more experienced (expertise rating higher than 0.8) than the users in group B (expertise rating below 0.5). The correctness rate is the percentage of correctly responded request, and the following rate is the percentage of requests which followed the RecDroid recommendations. We can see that both correctness rate and following rate of users in group A are higher than users in group B.

Fig. 8(c) shows the applications’ permission requests/responses analysis results grouped by types of apps. As it is shown, we divided apps into two different groups: trusted group (group 1) and aggressive group (group 2). The accepted rate of requested permission for apps in group 1 is higher than apps in group 2. The correctness rate of responses to permission requests and recommendation following rate for apps in group 1 are also higher than group 1.

It is worth noting that, regardless of the apps’ trustworthiness and users’ background, the recommendation following rate is almost the same in any case.

6.2.3. Coverage and accuracy of recommendations

In this experiment we evaluate the performance of RedDroid recommendation by measuring its recommendation coverage and accuracy. In order to measure the accuracy of the generated recommendations, we did an experiment with different \( \tau_e \) between 0 and 1 (after expertise ranking normalization) and \( \tau_d = 0.4 \) settings. Fig. 9(a) shows the results of this experiment. From this experiment, we notice that percentage of wrong recommendations decreases by increasing \( \tau_e \). The percentage of requests that RecDroid does not generate recommendation also increases with expertise filtering threshold \( \tau_e \).

Fig. 9(b) also depicts the result on percentage of qualified users of the three types under different \( \tau_e \) setting (0–1 with 0.05 step). We can see that with higher expert filtering threshold \( \tau_e \), less users can be involved in the decision process as described in Algorithm 1. Also the involving rate of low expertise users is lower than high expertise users.

Finally, we did an experiment to measure the utilization rate of the RecDroid. In this experiment, users are not rated previously and all users have responded to 72 requests. As we described before, we as seed experts, responded to all application permission requests as ground truth, which will then be used to rate the expertise of other users.
Fig. 9. Coverage and accuracy: (a) accuracy of prepared recommendations under different $\tau_e$ and a fixed $\tau_d = 0.4$ setting; (b) Qualified users of the three types under different $\tau_e$ setting; (c) Coverage of overall requests vs. coverage of seed experts.

Table 2
Users’ opinion data and device security.

<table>
<thead>
<tr>
<th>Secure</th>
<th>Neutral</th>
<th>Not secure</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>Concerned</td>
<td>28%</td>
<td>23%</td>
<td>15%</td>
</tr>
<tr>
<td>Neutral</td>
<td>11%</td>
<td>7%</td>
<td>3%</td>
</tr>
<tr>
<td>Not concerned</td>
<td>3%</td>
<td>7%</td>
<td>3%</td>
</tr>
<tr>
<td>Total</td>
<td>42%</td>
<td>37%</td>
<td>21%</td>
</tr>
</tbody>
</table>

Table 3
RecDroid’s trustworthiness and ease-of-use.

<table>
<thead>
<tr>
<th>Ease-of-use</th>
<th>Low</th>
<th>Medium</th>
<th>High</th>
</tr>
</thead>
<tbody>
<tr>
<td>Trustworthiness</td>
<td>8%</td>
<td>20%</td>
<td>72%</td>
</tr>
</tbody>
</table>

the requests not covered by the seed expert, RecDroid may provide recommendation based on the response from other users. We study the coverage rate by seed expert and the percentage of requests that are covered by RecDroid. The range of covered permission requests by seed experts users starts from 10 (14%) and end to 72 (100%) requests.

As shown in Fig. 9(c), the overall RecDroid recommendation rate increases with coverage rate from the seed expert. The linear line represents the coverage rate from the seed user. The difference between the overall coverage and seed expert coverage is called the *bonus coverage*. Higher bonus coverage represents a higher utilization of RecDroid. From an economic point of view, if we consider the coverage of seed expert brings cost to the RecDroid coordinator (since the seed expert is hired), then the bonus coverage brings saving to the coordinator. The decision makers can choose the optimal seed coverage based on its optimal profit. Note that in the above experiment, the values of experiment parameters are $\tau_e = 0.5$, $\tau_d = 0.2$, $q = 86\%$, and $t = 0.1$.

6.3. Survey statistics

Along with the real data collection, we also conducted a survey to measure different factors of the RecDroid system. In addition to participating in our test, we asked all the 100 users to fill a questionnaire and answer to some objective multiple-choice questions. Table 2 shows that the majority percentage (66%) people are concerned with their data privacy on mobile phones, while a large percentage (42%) people believe the smart phone they are using is secure.

We also surveyed the Ease-of-Use and trustworthiness of the RecDroid system. Table 3 shows that the majority (84%) of the participants believed that RecDroid is easy to use. 72% of the users think that RecDroid’s recommendations are reliable.

7. Threats and defense

Recommender systems have become popular in recent years, and have been applied in a variety of applications. One widely-used approach for the recommendation system design is the collaborative filtering [31]. Collaborative filtering methods are based on the collection and analysis of a large amount of information on users’ behaviors, activities or preferences. In the cases where anyone can provide recommendations, people may give a large number of positive recommendations to their own entities and negative recommendations to their competitors. There is a typical attack to recommender systems called Shiling attack [32] that affects the quality of generated recommendations through injecting fake profiles. Therefore, securing the recommendation systems against existing attacks is a major challenges. For example,
Maw [33] proposed a secure personalized recommendation system in mobile tourism domain. An algorithm based on significant and trust weighting was used to detect or prevent the Shiling attack.

Although the purpose of RecDroid is to protect inexperienced smartphone users from being attacked by malicious apps, RecDroid itself may be the target of attacks. In this subsection, we discuss a few potential threats to RecDroid that we can foresee at this stage. We then show that through integrating strategical defensive design into RecDroid framework, we can detect, deter, or mitigate the threats addressed. We also address the privacy concerns which may rise from RecDroid users and we show that our privacy-aware data collection design can reduce this concern to a minimum.

**Injecting false recommendations**: One of the main important threats to the system is the injection of false responses to mislead the recommendation system. For example, during the external expert users seeking process, malicious users/attackers behave well in order to be rated as expert users. After being chosen as expert users, they turn around and suggest dishonest recommendations to mislead the recommendation system.

We have investigated this potential threat and developed a multi-agent game theory model [34,35] to study the gain and loss of malicious user and the RecDroid defense system. We derived a system configuration to discourage rational attackers to launch such attacks. Through the proposed game model we analyzed the interaction (request/response) between RecDroid users and RecDroid system using a static Bayesian game formulation. In the game, both the RecDroid system and attackers choose the best response strategy to maximize their expected payoff and we studied the Nash Equilibria of the game. We also find the strategies that RecDroid can use to disincentivize attackers in the system, since they have no gain by attacking the system.

**Bot users**: Bot users are fake users which are set up and controlled by attackers to fulfill some specific purpose. For example, the vendor of a malicious app may create many “expert” RecDroid users who will be honest when responding to other applications except the particular app owned by their “master”. Since RecDroid heavily relies on the responses from expert users, many dishonest expert users may misguide RecDroid into providing wrong recommendations if not detected and handled properly. How to detect those bot users and mitigate their impact is an important problem for RecDroid.

In order to address this issue, we have developed a clustering-based method called BotTracer [36] to finding groups of bot users controlled by the same masters, which can be used to detect bot users with high reputation scores. The key part of the proposed method is to map the users into a graph based on their similarity (features) and apply a clustering algorithm to group users together. Specifically, we found that malicious users controlled by the same master may: (i) downloaded and responded to the malicious app at as soon as the app is available. (ii) have unusual high overlap on the apps they installed and responded since they are from the same master. (iii) respond to the malicious app differently than benign expert users. We also proposed a weighted distance function, which weights the proposed features and aggregates them into the similarity between users.

**The privacy concern**: RecDroid is a crowdsourcing-based solution and seeking expert users in the network is an important task. RecDroid collects permission responses from all participating users to discover experts. To protect the privacy of users, we design a privacy-aware data collection mechanism that uses hashing and salting method (Fig. 10) to protect the true identity of the users. The salt is randomly generated upon installation. Note that this mechanism provides double-blind protection, which means attacker who successfully attacked the database will not be able to reverse the function to find out the real phone ID or even verify whether an given phone ID is in the database. Therefore, the identity of the users are well-protected, and the mechanism does not compromise the usability of the collected data.

**Bad-mouthing attacks**: In this type of attack, attackers collude to give negative feedback on a user in order to lower or destroy its reputation. As we discussed in the above paragraph, since we use a hashing and salting method to protect the true identity of the users, users do not have access to others’ identities. In addition, our trust model is not based on users’ feedback on others and users do not give feedback. Therefore, this attack does not apply to RecDroid.

**Threats to RecDroid server**: Attackers may also attack the RecDroid server by launching (Distributed) Denial of Service (DoS) attack against the server. For example, an attacker can use multiple controlled RecDroid smartphones to flood the server with a large volume of requests from those clients. Attackers can also create a large volume of fake handshaking requests to the RecDroid server as if they are from new RecDroid clients. If the attack is successful, the server will be unavailable to normal RecDroid clients and will not be able to provide recommendations to the clients. To address these issue, our strategies are: (1) RecDroid server should be distributed and deployed in cloud to gain resistance to bandwidth attack. (2) Data-rate from a single RecDroid client should be limited to limit the impact from a single attacker. (3) Limit one client per IP address to deter sybil attack. (4) To deter syn-flood type DDoS attack, we can deploy anti-DDoS solutions [37–41] on the RecDroid server. However, the study of those solutions is not the focus of our proposed research.
8. Discussion

In this section, we discuss some potential issues in RecDroid and our future plan to build such system.

Ad libraries: A potential issue is that, although the main app is legitimate to access some resource, the integrated ads from third parties may also gain access to those granted resources. How to separate the permission granting for the app and its integrated ads is another interesting problem to solve.

Context awareness: The initial premise for this framework is that permission request should be handled differently on different context. For example, a request for a user’s current location should be granted if the user is issuing a location-based query (e.g. What are the best French restaurants around here?”), while the same request should be denied if the user is listening to music at the time of request. The current design of RecDroid, however, does not capture the context at which the permission is requested. Rather than tracking a single behavioral dimension, RecDroid needs to monitor multiple dimensions. For example, Carullo et al. [42] proposed FeelTrust, a trustworthy communications model that helps people decide whether or not an interaction with a stranger is desirable. They have modeled both the context specific and multi-faceted properties to calculate the trust and reputation levels of users based on multiple dimensions (behaviors). Hence, the most logical next step is to integrate context information to the system so that the server can make informed recommendations not only depending the relevant context. It is important to note that enhancing the service with context, however, has both pros and cons. On one hand, it explains the behavior of the application in the associated context, hence improving the analytic process of the recommendation and ranking system. On the other hand, collecting more context information could also raise privacy concern. We are investigating how to integrating context in without compromising users’ privacy.

User participation: Promoting the participation is a key to the success of our system and other crowdsourcing-based works as well. To attract more people to participate the RecDroid crowdsourcing, it is important to offer them some incentive. Designing effective incentive mechanism is a challenge across many social computing contexts, such as attracting crowdworkers and sustaining online contributions.

Due to the importance of this issue, much effort has been done toward incentivizing crowdsourcing to study research participation [43–46]. Ghosh and Kleinberg [47] developed and analyzed a game-theoretic model of student participation in online forums for education. They used the game model to address questions regarding the optimal use of such forums. In the other words, the main goal was to incentivize higher student participation rate into answer questions from others. Ying et al. [48] proposed a set of incentive mechanisms to attract user participation crowdsourced spectrum sensing. The crowdsourcing system architecture periodically acquires data from users. In order to incentivize users, they introduced an auction-based incentive mechanism that is computationally efficient, individually rational and truthful. Furthermore, there were some efforts done to optimize the quality of incentivizing participants. For example, Kamar et al. [45] addressed the challenge in crowdsourcing systems of incentivizing people to contribute to the best of their abilities. They introduced a new payment rule, called consensus prediction rule, which uses the consensus of other workers to evaluate the report of a worker.

By adopting existing solutions we can improve the participation rate and system performance, which can ultimately benefit the inexperienced users. In the experimental phase, we can encourage people to participate into our data collection by offering them monetary awards. We can also use reciprocal game design and rewards offering to keep high participation rate. Expert users can receive credits by answering the permission requests correctly through RecDroid and inexperienced users can benefit from the recommendations from RecDroid.

Communication overhead: Regarding the network bandwidth usage, RecDroid’s communicated packets between client and server are not larger than 10 bytes so RecDroid does not have high network overhead. In addition, since system call hook is embedded into the framework, and it does not check frequently, so battery consumption is not an concern.

9. Conclusion

In this paper we present RecDroid, an Android permission control and recommendation system which serves the goal of helping users perform low-risk resource accessing control on untrusted apps to protect their privacy and potentially improve efficiency of resource usages. We propose a framework that allows users to install apps in either trusted mode or probation mode. In the probation mode, users are prompt with resource accessing requests and make decisions to grant the permissions or not. Our RecDroid recommendation algorithm can effectively use crowdsourcing techniques to find expertise users in the user base and provide recommendation based on the responses from expertise nodes. Our evaluation results demonstrate that RecDroid recommending system can achieve high accuracy and good coverage when parameters are carefully selected. We also shows that RecDroid only need a small seed expert coverage to bootstrap the system. We implemented our system on Android phones and demonstrate that the system is feasible and effective.

References
